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Leader output 1 iff counter < 4

other agents copy leader’s output.
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boolean combinations

Presburger arithmetics

(beware: integer coefficients)
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What about multiplication ?

INntuition

previous approach requires too much memory



